Bien choisir son Frameworks JavaScript: AngularJS, Knockout, Ember, Backbone.

Un Framework Front End est un ensemble de fonctions prédéfinies qui permettent au développeur d’une application web, d’arriver à un même résultat, tout en codant minimum de lignes.

Le framework est lui-même basé sur un « pattern » qui permet de définir coment utiliser ces fonctions

Choisir son Framework front end n’est jamais une chose facile, ce choix impactera le temps de chargement, la vitesse de développement et la maintenabilité du code source de votre site web. Il en existe des dizaines, dans cet article nous allons nous restreindre aux 4 plus fameux afin de vous aider à faire le bon choix.
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Plusieurs critères sont à prendre en compte dans le choix d’un Framework, son poids par exemple définira le temps de chargement des pages ce qui est un critère important pour les applications mobiles, sa facilité d’utilisation, sa documentation et sa communauté active permettent de réduire le temps de développement. Nous allons commencer par un bref historique puis nous allons plonger dans le vif du sujet avec un exemple simple que nous allons reproduire en utilisant chacun de ces Frameworks.

Cet article n’a pas pour but de décrire le fonctionnement précis de chaque Frameworks mais seulement de les présenter à travers un exemple interactif simple afin d’en comprendre les différences. Nous n’allons pas exemple pas montrer comment communiquer avec le serveur et sauvegarder les données dans une base.

## Utiliser un frameworks?

Pourquoi utiliser un Framework JavaScript à la place (ou en plus) du code serveur (ASP, PHP, …).

Ou tu peux mettre la définition ci-dessus ici

## Histoire :

**AngularJS**: Apparu en 2009 sous le nom de GetAngular il est utilisé par Misko Hevery un des ingénieurs qui l’a développé pour recréer une application web qui représentait plus de 17 milles lignes de code. En 3 semaines il est parvenu à réduire ce nombre à seulement 1000 lignes ce qui a convaincu Google de sponsoriser ce projet ce qui a créé sa renommée. Son but est de simplifier le développement et les tests de sites web. Il utilise le pattern MVC en ajoutant du vocabulaire au code HTML de votre application.

**Knockout :** Né en 2010 et maintenu comme un projet open source par Steve Sanderson, employé chez Microsoft. Simplifie l’utilisation du JavaScript en utilisant le pattern MVVM.

**Ember :** Développé en 2007 par SproutIt puis par Apple il est finalement forké en 2007 par Yehuda Katz, un des principaux contributeurs de JQuery et Ruby. Il est utilisé par des grands noms tels que Yahoo, Groupon et ZenDesk. Il est basé sur le pattern MVC. Son avantage est de permettre le développement d’applications d’une seule page grâce à son système de route.

**Backbone :** Crée en 2010 par Jeremy Ashkenas qui a aussi participé au développement de Coffee Script, il est très léger, ce qui lui a permis de se faire un nom parmi les autres Frameworks JavaScript. Il repose principalement sur le pattern MVP .

## Exemple similaire

Pour comparer ces différents Frameworks nous allons nous baser sur un exemple d’application simple que nous allons reproduire en utilisant les 4 Frameworks, puis nous commenterons le code produit.

![](data:image/png;base64,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)

Cet exemple nous permet de modifier les informations d’une liste de clients, d’en ajouter et d’en supprimer. Un affichage formaté nous permet de vérifier que lors d’une modification (des données ou du contenu et non du modèle ?) de notre modèle les modifications sont affichées directement sans rafraichir la page.

L’objet n’étant pas ici de traiter de l’accès a une base de données, pour peupler nos modèles(données ou contenu ?), nous allons à chaque fois réutiliser le même jeu de données :

var Genders = [

{

id: 0,

key: "Mr",

value: "Monsieur"

},

{

id: 1,

key: "Mme",

value: "Madame"

}

]

var ClientsList = [

{

id: 0,

gender: Genders[0],

name: "Jean",

age: 25,

},

{

id: 1,

gender: Genders[1],

name: "Juliette",

age: 30,

}

]

## AngularJS :

AngularJS utilise le pattern MVC, nous allons rapidement décrire le fonctionnement de ce pattern puis nous allons créer notre application.

**Modèle : (tu vois que c’est différent des données ou contenu !)**Le modèle décrit la logique métier de notre application. Il contient les données ainsi que les méthodes de manipulation de celles-ci.

**Vue :** est la façon d’afficher les données de notre application, c’est le code HTML qui est en charge de formater les données du modèle et d’envoyer les évènements tel qu’un clique sur un bouton au Controller.

**Controller :** Reçoit lesinformations de l’utilisateur provenant de la vue les traites et les envoie au modèle ??. Il renvoie ensuite les informations à la vue pour les afficher. Il agit comme le coordinateur entre le modèle ?? et la vue.

### Templating simple

Commençons par créer une application AngularJS très simple. Nous avons donc le code de notre page HTML (index.html):

<html ng-app="myApp">

<head>

<title>AngularJS</title>

<!-- Angular 1.3.0 (no dependency) -->

<script src="/script/angular.js"></script>

<!— Notre controller -->

<script src="/script/controllers.js"></script>

</head>

<body>

<div class="container" ng-controller="AppController as controller">

<!—

Corps de la vue

-->

</div>

</body>

Et ce code javascript (script/controllers.js):

var app = angular.module('myApp', []);

app.controller("AppController", ['$scope', function ($scope) {

/\*

\* Corps du controller

\*/

}]) ;

On remarque que angularJS définit ses propres balises HTML commençant par ng-\*. La première se trouve directement dans la balise HTML ouvrante, elle permet de définir la racine de notre application donnant ainsi la possibilité au développeur de dire à angular d’utiliser toute la page ou seulement une portion de celle-ci.

La deuxième balise que l’on voit apparaitre est ng-controller elle va nous fournir le contexte de notre application et va nous permettre de lier notre vue avec notre modèle.

Déjà vu

### Affichage des données

Ensuite nous allons peupler notre modèle avec le jeu de données (ici c’est ok : jeu de données=contenu du modèle)décrit précédemment et nous allons ajouter une directive afin d’avoir un formatage du texte. Pour cela nous ajoutons simplement les variables clients, genders et une directive à notre Controller de la façon suivante:

app.controller("AppController", ['$scope', function ($scope) {

$scope.clients = ClientsList

$scope.genders = Genders;

}])

.directive('clientFormatted', function ()

return {

template: '{{client.gender.value}}: {{client.name}} ({{client.age}} ans)'

};

});

Enfin nous modifions notre vue afin d’afficher tous les clients dans un tableau, le corps de notre page devient donc:

<body>

<div class="container" ng-controller="AppController as controller">

<!-- Corps de l'application -->

<table class="table">

<caption>Liste de clients avec AngularJS</caption>

<tr>

<th>Gender</th>

<th>Name</th>

<th>Age</th>

<th>Output</th>

<th></th>

</tr>

<tr ng-repeat="client in clients" title="{{client.ID}}">

<td>

<select ng-model="client.gender" ng-options="gender.key for gender in genders">

<option value="">Choose gender</option>

</select>

</td>

<td><input type="text" ng-model="client.name"></td>

<td><input type="text" ng-model="client.age"></td>

<td><client-formatted></client-formatted></td>

<td><button type="button" ng-click="removeClient(client);">Supprimer</button></td>

</tr>

</table>

<button type="button" ng-click="addClient();">Ajouter un client</button>

</div>

</body>

On voit apparaitre ici 4 nouvelles balises appartenant à AngularJS. ng-repeat s’apparente à une « **foreach** ». Pour chaque client de notre controller on crée une balise <tr> dont le titre sera l’ID de ce client. Les accollades : **{{expression}}** permette à Angular d’effectuer une liaison avec le modèle.

ng-model permet d’effectuer une liaison dans les deux sens (two way binding) avec notre modèle. C’est-à-dire qu’il permet de récupérer la valeur du modèle et que dès lors qu’une valeur est modifiée sa présentation est adaptée au modèle!

ng-options permet de peupler notre liste déroulante et de définir ce qui sera affiché. Ici on affichera la clef de chaque « **gender** »

### L’ajout et la suppression des données

Enfin ng-click permet de spécifier le nom de la fonction qui sera appelé lors d’un clique sur le bouton. Il ne nous reste plus qu’à ajouter nos fonctions « **removeClient** » et « **addClient** » à notre controller :

$scope.addClient = function () {

$scope.clients.push({ gender: Genders[0], name: "Inconnu", age: 0 });

};

$scope.removeClient = function (client) {

index = $scope.clients.indexOf(client);

$scope.clients.splice(index, 1);

};

**addClient** ajoute seulement un nouveau client à notre collection grâce à la fonction JavaScript **push()** et **removeClient** supprime un client avec la fonction **splice**.

Simple n’est-ce pas ? Passons maintenant à Knockout, nous verrons que son comportement est très proche de celui d’AngularJS.

## Knockout :

Knockout utilise le pattern MVVM. Une petite explication de ce pattern qui permet de garder une organisation simple d’une application graphique:

* Le « **model** »: indépendant de l’interface graphique c’est lui qui stocke les informations (généralement en base de données). Dans cet article nous n’aborderons pas la persistance des données en base.
* Le « **view model** » : est une représentation des données en code seulement (ici en Javascript), par exemple une liste de donnée avec des fonctions permettant d’ajouter ou supprimer des éléments, etc … Ce sont des données non sauvegardé sans lien avec l’interface graphique puisqu’il n’y a aucune notion d’affichage ou de boutons.
* La « **view** » : affiche les informations du « **view model** », envoi des commandes tel qu’un clique sur un bouton, et est automatiquement mis a jour dès qu’il y a un changement sur le « **view model** »

Avec Knockout il faut lier manuellement le modèle à la vue. Commençons donc par modifier notre modèle, Genders n’étant pas modifiable sa structure ne change pas :

### Templating simple

var Genders = [

{

id: 0,

key: "Mr",

value: "Monsieur"

},

{

id: 1,

key: "Mme",

value: "Madame"

}

]

Nous modifions donc le modèle de **Client**, on crée donc un constructeur avec la structure suivante :

var Client = function (id, gender, name, age) {

this.id = id;

this.gender = ko.observable(gender);

this.name = ko.observable(name);

this.age = ko.observable(age);

this.clientFormatted = ko.computed(function () {

return this.gender().value + ": " + this.name() + " (" + this.age() + " ans)";

}, this);

}

Knockout a besoin de savoir quels champs du **view model** observer afin de notifier la ou les **vue** des changements, pour cela on utilise **ko.observable()** qui prend en paramètre la valeur par défaut.

Comme avec AngularJS, on veut avoir une sortie formatée qui affiche les informations de notre Client. Pour cela on utilise **ko.computed(function(){…}).** Permet à knockout de savoir que cette propriétée dépend d’un ou plusieurs **observable** et donc qu’il doit la mettre à jour lorsqu’une des dépendances est modifiée.

Passons maintenant à notre « View model ». On crée donc un objet contenant notre liste de clients:

var ViewModel = function () {

var self = this;

self.clients = ko.observableArray([

new Client(0, Genders[0], "Jean", 25),

new Client(1, Genders[1], "Juliette", 30),

]);

}

On remarque ici que notre tableau est un « **observableArray** ». permet de suivre l’état de notre collection, ce qui sera utile lorsque nous implémenterons l’ajout et la suppression de nouveau clients dans notre collection.

Enfin il faut activer knockout afin d’associer notre « vue » à notre « vue model », il suffit pour ça d’ajouter la ligne suivante à la fin de la page html contenant notre vue :

ko.applyBindings(new ViewModel());

### Affichage des données

Maintenant que notre « vue modèle » est correctement construit passons à la vue. On commence par inclure knockout dans le header de notre document:

<html>

<head>

<title>Knockout</title>

<!-- Knockout 3.2.0 -->

<script src="/script/knockout.js"></script>

<!— Notre viewModel -->

<script src="/script/viewModel.js"></script>

</head>

Ensuite dans le corps de notre vue

<body>

<div class="container">

<table class="table">

<caption>Liste de clients</caption>

<tr>

<th>Gender</th>

<th>Name</th>

<th>Age</th>

<th>Output</th>

<th></th>

</tr>

<tbody data-bind="foreach: clients">

<tr>

<td>

<select data-bind="options:Genders, optionsText:'key', optionscaption:'Choose gender', value:gender"></select>

</td>

<td><input type="text" data-bind="value: name"></td>

<td><input type="text" data-bind="value: age"></td>

<td><span data-bind="text: clientFormatted"></span></td>

<td><button type="button" data-bind='click: $parent.removeClient'>Supprimer</button></td> <!-- parent car on est dans le scope foreach -->

</tr>

</tbody>

<button type="button" data-bind='click: addClient'>Ajouter un client</button> <!-- pas parent plus de scope -->

</table>

</div>

<script src="/script/viewModel.js"></script>

</body>

</html>

Le début du tableau est identique à AngularJS, on a ensuite la balise **tbody** avecun attribut **data-bind** (on aurait pu mettre une simple **div** a laplace de **tbody**). L’attribut **data-bind** n’est pas natif en html mais ne provoque pas d’erreur de validation et n’est pas interprété par le navigateur. Knockout va interpréter ces balise au moment de l’association entre la « **vue** » et le « **vue model** » (ko.applyBindings())

Le premier **data-bind** que l’on retrouve (data-bind="foreach: clients") est simplement une boucle qui va parcourir notre collection de clients.

Viens ensuite la liste déroulante de **Gender** (data-bind="options:Genders, optionsText:'key', optionscaption:'Choose gender', value:gender"). **Options** représente la collection depuis laquelle on va afficher les données, **optionsText** est le champ que l’on souhaite afficher dans la liste, **optionscaption** est la valeur par défaut à afficher et enfin **value** est l’attribut value que va prendre les elements de notre liste déroulante.

On affiche ensuite nos différents **inputs** permettant à l’utilisateur de modifier les informations d’un client. Pour cela on ajoute l’attribut : data-bind="value: name" afin de lier notre vue au champ « name » de notre « vue model ». Dès que la valeur est modifiée le « vue model » est automatiquement mise à jour avec la nouvelle valeurs et affiché dans notre sortie formatté.

Notre sortie formatté est simplement affiché de la même façon qu’avec les inputs sauf que l’on spécifie que la valeur n’est pas modifiable : data-bind="text: clientFormatted"

### L’ajout et la suppression des données

Vous aurez remarqué l’ajout des boutons ajouter et supprimer qui appelle respectivement les fonctions addClient et removeClient grâce au tag data-bind='click: addClient'. Nous allons maintenant ajouter ces deux méthodes à notre « vue model »

Dans notre classe **ViewModel** on ajoute donc :

self.addClient = function () {

self.clients.push(new Client(null , Genders[0], "Inconnu", 0 ));

};

self.removeClient = function (client) {

index = self.clients.indexOf(client);

self.clients.splice(index, 1);

};

Un peu de la même façon qu’avec AngularJS on ajoute et on enlève de notre collection un Client et les modifications seront automatiquement reportées dans notre vue.

Voilà notre application Knockout fonctionne. Comme on a pu le voir il y a beaucoup de ressemblances entre AngularJS et Knockout, les principales différences sont qu’AngularJS définit des balises particulières pour chaque actions (ng-\*) alors que Knockout utilise des balise data-binding à l’intérieur desquels il définira les actions à effectuer. La seconde grosse différence est qu’avec Knockout il faut spécifier explicitement quels champs devront être observés afin de notifier la vue alors qu’avec AngularJS tous est implicite.

## Ember

Ember utilise le pattern MVC comme AngularJS.

Définir la route

Premièrement nous allons avoir besoin Ember-data qui est une librairie permettant gérer les données et de faciliter les interactions avec le serveur, nous allons en avoir besoin pour créer nos modèles. Tous les appels de méthodes commençant par DS.\* utiliserons cette librairie.

### Templating simple

Nous commençons par créer une application Ember de la façon suivante :

window.App = Ember.Application.create();

Cette ligne rendra la variable App disponible dans toute notre application. C’est cette App qui contiendra toute la logique d’Ember.

Nous créons maintenant un **Adapter** qui permet de communiquer avec la source de donnée. Dans notre cas comme nous n’utilisons pas de base de données, **Ember-data** nous fournis un système de **Fixture** qui nous permettra de charger les données depuis notre tableau Javascript :

App.ApplicationAdapter = DS.FixtureAdapter.extend();

Les données sont les mêmes que précédemment à la différence que le gender d’un client est maintenant donné par son id et non plus directement par l’objet :

var Genders = [

{

id: 0,

key: "Mr",

value: "Monsieur"

},

{

id: 1,

key: "Mme",

value: "Madame"

}

];

var ClientsList = [

{

id: 0,

gender: 0, //Note: we give the id !

name: "Jean",

age: 25,

},

{

id: 1,

gender: 1,

name: "Juliette",

age: 30,

}

];

Nous pouvons maintenant déclarer le modèle qui accueillera nos données :

App.Gender = DS.Model.extend({

key: DS.attr('string'),

value: DS.attr('string'),

})

App.Client = DS.Model.extend({

gender: DS.belongsTo('gender', { async: false }), //relation one to

name: DS.attr('string'),

age: DS.attr('boolean'),

clientFormatted: function () {

if (this.get('gender'))

var gender = this.get('gender').get('value');

else

var gender = "Inconnu"

return gender + ': ' + this.get('name') + ' (' + this.get('age') + ' ans)';

}.property('gender', 'name', 'age'),

});

Nous remarquons qu’à la différence des autres Frameworks Ember contrôle le type de chaque champs de la même façon qu’une base de donnée. On remarque aussi la relation avec gender.

Le champs **clientFormatted** est calculé à partir des autre champs comme dans les exemples précédents, on remarque qu’il faut vérifier que **gender** est bien défini pour éviter une erreur.

Il ne reste plus qu’à charger les données depuis notre collection de Clients et de Genders:

App.Gender.FIXTURES = Genders;

App.Client.FIXTURES = ClientsList;

Pour rendre nos deux modèles accessibles dans l’application nous définissons la route principale:

App.ApplicationRoute = Ember.Route.extend({

model: function () {

return Ember.RSVP.hash({

clients: this.store.find('client'),

genders: this.store.find('gender')

})

},

});

Ensuite on map les routes aux URL

App.Router.map(function () {

this.resource('clients', { path: '/' });

});

Cette route permettent de dire à Ember de détecter lorsque l’URL de la page est « / » et d’afficher le Template **clients,** Que nous allons voir maintenant.

Un template est définit avec la syntaxe d’handlebars de la façon suivante :

<script type="text/x-handlebars" data-template-name="clients">

<!--

Corps du template

-->

</script>

### Affichage des données

A l’interieur de ce bloc de script tous ce qui est entre deux accolades ouvrante et deux fermantes ( **{{…}}** ) sera interprété par Ember. Voici donc le code de la page

<script type="text/x-handlebars" data-template-name="clients">

<div class="container">

<table class="table">

<caption>Liste de clients</caption>

<tr>

<th>Gender</th>

<th>Name</th>

<th>Age</th>

<th>Output</th>

<th></th>

</tr>

**{{#each** client in model.clients**}}**

<tr>

<td>

**{{**view "select" content=model.genders optionValuePath="content.id" optionLabelPath="content.key" prompt="Choose gender" selectionBinding="client.gender"**}}**

</td>

<td>**{{**input type="text" value=client.name**}}**</td>

<td>**{{**input type="text" value=client.age**}}**</td>

<td>**{{**client.clientFormatted**}}**</td>

<td><button type="button" {{action 'deleteClient' client}}>Supprimer</button></td>

</tr>

**{{/each}}**

</table>

<button type="button" {{action 'addClient' }}>Ajouter un client</button>

</div>

</script>

Beaucoup de ressemblance avec les précédents exemples. Le **foreach** deviens **{{#each** client in model.clients**}}.**

La liste déroulante **{{**view "select" …**}}** prend en paramètres **content** qui est le modèle qui va être listé, **optionValuePath** est la valeur que va prendre l’attribut value de chaque **option, optionLabelPath** est la valeur que va prendre chaque option, **prompt** est la valeur par défaut et enfin **selectionBinding** est la valeur qui va être sélectionnée (dans notre cas le **gender** de notre **client** courant)

Les champs de saisie et d’affichage du texte formaté ressemblent aux précédents exemples.

### Ajout suppression de données

On voit ensuite les deux boutons permettant d’ajouter et de supprimer des clients. Ces boutons appellent la fonction désignée par la balise **action**, on peut donner un paramètre comme avec l’exemple du bouton supprimer qui prend en paramètre le client que l’on souhaite supprimer.

Nous allons maintenant écrire ces fonctions d’ajout et de suppression de clients, pour cela on ajoute un **Controller** à notre code Javascript :

App.ClientsController = Ember.ObjectController.extend({

actions: {

addClient: function () {

var todo = this.store.createRecord('client', {

gender: 0,

name: "Inconnu",

age: 0

});

},

deleteClient: function (client) {

client.deleteRecord();

client.save();

}

}

});

Dans ce Controller sont définies les deux fonctions. Pour ajouter un Client on appelle store.createRecord() qui prend en paramètre le nom du modèle et les valeurs par défault. Pour supprimer un clients on appelle simplement **deleteRecord()** sur le client donné en paramètre.

Voilà pour Ember, passons maintenant à Backbone.

## Backbone

Finissons par Backbone, ce framework utilise le pattern MVP qui est légèrement différent du pattern MVC présenté précédemment.

**Modèle :** comme pour les autre pattern il décrit la logique métier, les données et les fonctions de manipulation de donnés.

**Vue :** affiche les données du modèle. Dans ce pattern la vue n’a aucune connaissance du modèle, tout passe par le présenter.

**Présenter :** gère les évènements de l’interface graphique. A la différence d’un Controller le présenter est totalement découplé de la vue et communique avec elle à travers une interface. Il n’y a pas de liaison entre la vue et le modèle, tout passe par le Presenter.

### Templating simple

Nous allons voir que le fonctionnement de ce Frameworks est très différent des deux autres. Toute la logique se trouve déportée dans le code JavaScript (le presenter), c’est pourquoi on se retrouve avec un code HTML très minimaliste :

<div id="backBoneView"> <!-- View -->

</div>

Voila le seul code HTML dont nous avons besoin ! Regardons maintenant le code Javascript. On commence toujours avec le même jeux de données :

var Genders = [

{

id: 0,

key: "Mr",

value: "Monsieur"

},

{

id: 1,

key: "Mme",

value: "Madame"

}

];

var ClientsList = [

{

id: 0,

gender: Genders[0],

name: "Jean",

age: 25,

},

{

id: 1,

gender: Genders[1],

name: "Juliette",

age: 30,

}

];

Créons donc notre modèle Client:

var Client = Backbone.Model.extend({

defaults: {

id: -1,

gender: Genders[0],

name: "Inconnu",

age: 0,

},

clientFormatted: function () {

return this.get('gender')['value'] + ": " + this.get('name') + " (" + this.get('age') + " ans)";

}

});

Notre modèle prend donc une valeur par défaut qui sera utilisé lors de la création d’un nouveau Client et une fonction d’affichage formaté.

On ne va pas créer de modèle pour le Gender afin d’éviter d’alourdir le code pour un modèle qui n’est de toute façon pas modifiable.

Lions maintenant notre modèle à une Collection. Une collection est simplement une liste de modèles :

var List = Backbone.Collection.extend({

model: Client

});

Créons ensuite la vue principale qui affichera la liste de nos clients et gérera l’évènement d’ajout d’un nouveau client:

var ListView = Backbone.View.extend({

Toutes les vue de Backbone contiennent une propriété **el** qui référence le DOM. Si cette propriété n’est pas définie Backbone va en construire une automatiquement avec un element **div** vide. Dans notre cas nous référençons l’élément HTML défini précédement :

el: $('#backBoneView'),

Cette vue prend une fonction d’initialisation qui est automatiquement appelée au moment de l’instanciation de notre vue. Cette fonction instancie notre collection de clients.

initialize: function () {

\_.bindAll(this, 'render', 'addClient', 'appendClient');

this.collection = new List(ClientsList);

this.collection.bind('add', this.appendClient);

this.counter = -1;

this.render();

},

**bindAll** permet aux fonctions donné en paramètre d’avoir accès au contexte « **this**».

Les lignes suivantes permettent de créer la collection **List** avec le jeu de donnée **ClientList** et de lier l’évènement **add** avec la fonction **appendClient**.

La variable **counter** nous permettra de changer l’ID d’un client au moment de l’ajout.

### Affichage des données

Enfin nous appelons la méthode **render** qui permet d’afficher notre liste. Cette fonction va générer le code HTML de notre tableau :

render: function () {

var self = this;

$(this.el).append("<table class='table'><caption>Liste de clients</caption><tr><th>Gender</th><th>Name</th><th>Age</th><th>Output</th><th></th></tr></table>");

\_(this.collection.models).each(function (item) {

self.appendClient(item);

}, this);

$(this.el).append("<button type='button' id='add'>Ajouter un client</button>");

},

Backbone préconise de garder au maximum la logique dans le code Javascript, c’est pourquoi on ne crée pas le tableau directement dans le code HTML de notre page mais on préfère le générer dans la fonction de rendu.

On parcourt notre collection et pour chaque client on appelle la fonction **appendClient** suivante :

appendClient: function (item) {

var client = new ClientView({

model: item

});

$('table', this.el).append(client.render().el); //Automatically add <tr></tr>

}

### Ajout suppression de données

Cette fonction crée un vue client dont nous allons voir la syntaxe plus tard et l’ajoute à notre tableau. Enfin on ajoute un évènement **add** de notre bouton qui appellera la fonction **addClient**:

events: {

'click button#add': 'addClient',

},

addClient: function () {

var client = new Client();

client.set({

id: this.counter

});

this.counter--;

this.collection.add(client);

},

});

La fonction **addClient** crée un nouveaux **Client**, change son **id** et finalement l’ajoute à notre collection.

Voilà pour notre vue principale qui s’occupe d’afficher la liste de tous les clients. Passons maintenant à la vue d’un seul client. Cette vue est appelée dans la fonction **appendClient** vue précédemment et va nous permettre d’afficher chaque clients individuellement.

var ClientView = Backbone.View.extend({

On ajoute un attribut **tagName** qui est le tag de l’élément qui sera crée pour chaque client.

tagName: 'tr',

La méthode d’initialisation fonctionne de la même façon que la vue générale à la différence qu’ici on ne travail plus sur une collection mais sur un modèle:

initialize: function () {

\_.bindAll(this, 'render', 'updateName', 'updateAge', 'unrender', 'remove');

this.model.bind('remove', this.unrender);

},

Passons maintenant à la fonction d’affichage de notre vue Client:

render: function () {

var self = this;

On commence par la fonction qui construit la liste de « Genders ». On n’aurait pu passer par un autre modèle avec sa vue mais pour garder le code concis nous allons seulement parcourir notre jeu de donnée et afficher ses valeurs.

var select = "<select id='gender'>";

Genders.forEach(function (entry) {

var selected = '';

if (entry.id == self.model.get('gender')['id'])

selected = 'selected';

select += "<option " + selected + " value='" + entry.value + "'>" + entry.key + "</option>";

});

select += "</select>";

Ensuite on affiche le modèle du Client courant :

$(this.el).html("<td>" + select + "</td><td><input type='text' id='name' value='" + this.model.get('name') + "'></td><td><input type='text' id='age' value='" + this.model.get('age') + "'></td><td>" + this.model.toString() + "</td><td><button type='button' class='delete'>Supprimer</button></td>");

return this;

},

Maintenant que notre affichage est terminé on ajoute les évènements correspondant au changement de sélection dans notre liste déroulante, au changement dans les textes boxes du formulaire ainsi qu’au clique sur le bouton supprimer.

events: {

'change select#gender': 'genderChange',

'change input#name': 'updateName',

'change input#age': 'updateAge',

'click button.delete': 'remove'

},

genderChange: function(e){

var index = $(e.currentTarget)[0].selectedIndex;

this.model.set({ 'gender': Genders[index] });

this.render();

},

updateName: function (e) {

var val = $(e.currentTarget).val();

this.model.set({ 'name': val });

this.render();

},

updateAge: function (e) {

var val = $(e.currentTarget).val();

this.model.set({ 'age': val });

this.render();

},

remove: function () {

this.model.destroy();

},

unrender: function () {

$(this.el).remove();

}

});

Lors d’un évènement on récupère la nouvelle valeur, on change la valeur correspondante dans le modèle, puis on appelle la fonction de rendu.

La fonction **unrender** est automatiquement appelée lors de la suppression du modèle. On l’a liée dans la méthode **initialize** précédente.

Finalement il ne reste plus qu’à créer notre vue principale afin que le rendu soit fait :

var listView = new ListView();

Voila !

## Particularités

Les routes AngularJS & Backbone & amber (Knockout plugin externe).

Backbone everything is JS mais plus de code?

## Les chiffres

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | AngularJS | Knockout | Ember | Backbone |
| Lignes de code | 170 000 | 10 000 | 50 000 | 10 000 |
| Poids avec dépendances (gziped) | 56.9KB | 19.8KB | 129 + 37.1\* + 28.7\*\* + 28.6\*\*\* = 223.4KB | 6.8 + 37.1\* + 5.5\*\*\*\* = 49.4KB |
| Rapidité exécution | 60ms | 30ms | 220ms | 45ms |
| Contributeurs sur Github | 1078 | 45 | 452 | 242 |
| Projets annexes | 400 | 100 | 500 | 200 |
| Questions sur stackoverflow | 66 444 | 12 374 | 12 846 | 16 863 |
| Pattern de conception conseillé | MVC | MVVM | MVC | MVP |

\*jquery, \*\*ember-data, \*\*\*handlebar, \*\*\*\*underscore

Le temps de chargement d’une page web est crucial pour sa réussite. Les utilisateurs ne montrent pas beaucoup de patience quant au temps de chargement d’une page web, c’est pourquoi il essentiel de prendre en compte le temps de chargement et d’initialisation d’une librairie. Malgré le nombre de lignes de code plus important que ses concurrents, **AngularJS** est plus légère car elle n’a besoin d’aucunes dépendances. **Backbone** nécessite l’utilisation de **underscore** et de **JQuery** ce qui lui fait prendre du poids malgré son nombre de lignes de codes moins important. **Ember** a besoin de **JQuery** et de **Handlebar** pour fonctionner, d’où son poids très important par rapport à ses concurrents. Enfin **Knockout** ne nécessite aucune autre librairie ce qui en fait la plus légère de ce comparatif. La taille de votre site aura aussi un impact, si un Framework est lourd mais que son utilisation produit peu de lignes de code il pourra tout de même être avantageux.

## Développer son propre Framework ?

Utiliser un Framework connu a l’avantage d’offrir au développeur de la rapidité sur un Framework qu’il connait déjà et de faciliter le transfert de la maintenance du code source à un client ou à une équipe tierce. Mais alors pourquoi développer son propre Framework et réinventer la route ? Tout d’abord cela permet d’avoir plus de souplesse, on peut le modifier, l’adapter et le faire évoluer selon les besoins tout en restant plus léger qu’un Framework existant dont on n’utilisera probablement pas toutes les fonctions. On décide de l’architecture à adopter et on n’est pas restreint à celle imposé par le Framework que l’on utilise.

Malgré ces avantages réinventer la roue n’est pas toujours la bonne solution, même si les composants développés seront réutilisables au fil des projets, un nouveau venu aura du mal en en comprendre les subtilités et mettra donc du temps à s’adapter, il ne pourra pas forcement s’aider d’internet ou de documentations pour avancer. De plus Il faudra gérer vous-même la maintenance, les évolutions et les adaptations aux nouveautés des langages sur lesquels il repose. La compatibilité avec les différents navigateur, par exemple, est un problème qui est devra être pris en compte dès le début du développement.

Cette solution est à envisager dans de rare cas seulement ou des exigences bien précises sont requises car elle demande beaucoup de travail supplémentaire alors que de nombreux Frameworks existent déjà.

## Pas de vainqueurs…

Même si **AngularJS** semble légèrement devant ses concurrents il n’en est pas le vainqueur à l’unanimité. En effet chacun se démarque par son approche différente du sujet. **Knockout** est un bon concurrent grâce à sa légèreté et la concision du code produit. **Amber** avec son système de routage peut être très utile. **Backbone** est très orienté JavaScript et donc adapté à des développeurs connaissant bien ce langage.

Il n’y a donc pas de réponse catégorique quant au choix d’un Framework ou d’utiliser son propre Framework, il dépendra avant tout du besoin, du temps et de l’équipe qui participera au projet. Cet article traite seulement des 4 Frameworks les plus connus, mais il en existe des dizaines offrant des fonctionnalités différentes.

## Aller plus loin

Si vous décidez d’utiliser un Framework voici quelques liens utiles :

**Sites officiels :**

* AngularJS : <https://angularjs.org/>
* Knockout : <http://knockoutjs.com/>
* Ember : <http://emberjs.com/>
* Backbone : <http://backbonejs.org/>

**Explorer d’autres Frameworks :**

Comparaison Frameworks :

<http://en.wikipedia.org/wiki/Comparison_of_JavaScript_frameworks>, <http://codebrief.com/2012/01/the-top-10-javascript-mvc-frameworks-reviewed/> et <http://www.infoq.com/research/top-javascript-mvc-frameworks>

Développer son propre Framework :

<http://blogs.infinitesquare.com/b/jonathan/archives/mon-framework-mvvm-a-moi>

Why backbone: <http://backbonetutorials.com/why-would-you-use-backbone/>